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Detailed Requirement I

In function

- Analogous to Git, not necessarily in implementation
  - Store the chronology of a code repository
    - Editing the current version of the code repository
    - Editing a specific historic version of the code repository
    - Forging history
    - Quick comparison between two versions
  - GUI is not required
  - Correctness comes first
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Detailed Requirement II
In Structure Design

- In Git
  - brute-force copying and real-time garbage collection is applied
- In our project
  - Emulating Git will not get full score
- Report the data structure you apply in presentation
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Detailed Requirement III
Teamwork

- Leader & coder & tester
- Unified coding style
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Detailed Requirement IV
Advanced (Not accounted for current score, but for PPCA)

- Inner interface designing
- Code refactoring
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## Time Phrase Partition (Tentative)

<table>
<thead>
<tr>
<th>Phrase</th>
<th>Description</th>
<th>Week</th>
</tr>
</thead>
<tbody>
<tr>
<td>Phrase 1</td>
<td>Team formation</td>
<td>6</td>
</tr>
<tr>
<td>Phrase 2</td>
<td>Coding &amp; Testing</td>
<td>7~12</td>
</tr>
<tr>
<td>Phrase 3</td>
<td>Presentation</td>
<td>13</td>
</tr>
</tbody>
</table>